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Abstract—
This paper presents GreenDroid, a tool for monitoring and analyzing power consumption for the Android ecosystem. This tool instruments the source code of a giving Android application and is able to estimate the power consumed when running it. Moreover, it uses advanced classification algorithms to detect abnormal power consumption and to relate them to fragments in the source code. A set of graphical results are produced that help software developers to identify abnormal power consumption in their source code.

I. INTRODUCTION

While in the previous century computer manufacturers, software engineers and software developers were mainly looking for fast computer devices/software, this has drastically changed with the recent advent and wide use of mobile devices, like laptops, tablets and smartphones. In our mobile-device age execution time is not the only concern. In fact, nowadays one of the main computing bottlenecks is power consumption. Indeed, mobile-device manufacturers and their users are as concerned with the performance of their device as they are with battery consumption/lifetime.

This growing awareness on energy efficiency is also changing the way programmers develop their software. As shown by recent empirical studies [1], software developers are more and more concerned on developing energy efficient software. Unfortunately, developing energy-aware software is still a difficult task. While the programming language community has developed advanced and widely-used software tools, such us debuggers and fault localization tools [2], memory profiler tools [3], [4], testing tools [5], [6], [7], benchmark and runtime monitoring frameworks [8], compiler optimizations [9], etc there are no equivalent tools/frameworks to profile/optimize power consumption.

This paper presents a software tool, named GreenDroid, for monitoring and analyzing power consumption for the Android ecosystem, one of the largest software ecosystems for mobile devices. This tool uses a power consumption model to estimate the power consumed by an Android application. Moreover, GreenDroid also relates the power consumed by the application to fragments of the applications’ source code. Thus, it can give software developers an indication by pointing to the source code, where their applications may be causing an abnormal power consumption.

To do this, GreenDroid combines several software engineering techniques: it uses a traditional compiler front-end that parses Android/Java programs and builds an Abstract Syntax Tree (AST).

Then, it uses generalized tree traversal in the AST in order to instrument a given application’s source code and test cases with calls to the power model.

After that, the Android testing framework is used to execute the instrumented test cases with the instrumented version of the application, so that it collects information about power consumed at runtime. Then, our tool uses source code classification algorithms, proposed in [10], in order to relate power consumption to source code fragments.

Finally, the tool produces different graphical results relating execution time and power consumption (bar diagrams), source code methods/classes/packages and power consumption (sun-burst diagrams), hardware devices and power consumption (pie chart).

It is important to say that this is only a tool demo. Here, we demonstrate how to combine several technologies to build a tool that is capable of analyzing power consumption of Android applications. The classification methodology, the results obtained from analyzing concrete applications and the discussion about them are presented in [10].

In the next sections we will explain how the tool was developed, what technologies were used and how does the tool works. We start by briefly presenting the Power Tutor Model: a power consumption model for Android devices, and the extension we performed so that it can be used as an API by other applications. In Section III we describe GreenDroid’s instrumentation front-end. Section IV presents the techniques used to execute the instrumented application and to analyze the collected power-related data. It also presents the different graphical results produced by our tool when analyzing a
real Android application. After that, we present related work (Section V) and our conclusions (Section VI).

II. ENERGY CONSUMPTION MODELS FOR ANDROID APPLICATIONS

In a computer device, the hardware is what consumes power. However, the software that operates the hardware can have a significant impact on the power consumed, very much like the driver that operates a car. Thus, in order to measure the power consumed by a software system, we have to measure the power consumed by the hardware executing it. There are two main approaches to monitor power consumption: Firstly, by using an external data acquisition (DAC) device that monitors the power consumed by other electronic device. Secondly, by using power consumption models that estimate power consumption. The GreenDroid tool uses this second approach.

There are several power consumption models for the Android ecosystem [11], [12], [13], [14], [15] that consider the hardware components of Android devices (like for example, CPU, Display, GPS, WiFi, etc), their characteristics (number of cores), and possible states to provide a power model. GreenDroid uses the power tutor model [15]: a state-of-the-art power consumption model for smartphones [11].

This power consumption model associates to each hardware component a list of different state variables. These variables influence the operating mode that a particular component can have, and, thus, the power consumed by it. Table I shows an example of a power consumption model instance for a particular smartphone.

Using this model, one can calculate the actual power consumption of the device at a given time, applying the following formula:

\[
\text{Power} = (\beta_{\text{ah}} \times f_{\text{req}} + \beta_{\text{ut}} \times f_{\text{req}}) \times \text{util} + \\
\beta_{\text{CPU}} \times \text{CPU}_{\text{on}} + \beta_{\text{br}} \times \text{brightness} + \beta_{\text{Gon}} \times \text{G}_{\text{on}} + \\
\beta_{\text{Gd}} \times \text{GPS,} + \beta_{\text{W-Fi}} \times \text{Wi-Fi} + \beta_{\text{W-Fi}} \times \text{Wi-Fi} + \beta_{\text{W-Fi}} \times \text{Wi-Fi} + \\
(1)
\]

where:

- \(\beta_{\text{ah}}\): Power Coefficient
- \(f_{\text{req}}\): Frequency on
- \(\beta_{\text{ut}}\): On-Off
- \(\beta_{\text{CPU}}\): CPU
- \(\beta_{\text{br}}\): Brightness
- \(\beta_{\text{Gon}}\): GPS
- \(\beta_{\text{Gd}}\): Data
- \(\beta_{\text{W-Fi}}\): WiFi
- \(\text{util}\): Utilization
- \(\text{CPU}_{\text{on}}\): CPU On
- \(\text{G}_{\text{on}}\): GPS On
- \(\text{GPS,}\): GPS
- \(\text{Wi-Fi}\): WiFi
- \(\text{Wi-Fi}\): WiFi
- \(\text{Wi-Fi}\): WiFi

A. The Power Consumption Model as an API

The Power Tutor Model is available as an Android standalone tool, which shows the current power consumed by an Android device. To be able to reuse this power model to monitor the power consumed by a known application, we need to update its implementation into an API-based software, so that its methods can be reused/called in the instrumented source code.

Thus, we introduce a new Java class which implements the methods to be used/called by other applications and respective test cases. Those methods work as a link interface between the power consumption model and the applications’ source code which is to be monitored. The methods implemented in the new Java class, called Estimator, and which are accessible to other applications are:

- traceMethod(): The implementation of the program trace.
- config(): Performs the initialization of the Power Tutor Model.
- start(): Starts the power monitoring thread.
- stop(): Stops the power monitoring thread and saves the results.

III. ENERGY CONSUMPTION INSTRUMENTATION

Having introduced an API for the power consumption model, we describe now the instrumentation phase of the GreenDroid tool: giving the source code of an Android application and its test cases, it embeds calls to the model’s API in both the source code and test cases. This phase is shown in Figure 1. The idea is that when the (instrumented) test cases are executed by the (instrumented) application, then power consumption is monitored during that execution.

A. Java front-end for source code transformation

Android applications are written in Java. Thus, in order to automatically instrument the source code of an Android application, we use the well-known Java front-end framework\(^2\): it consists of a parser (produced by JavaCC\(^3\) from a Java

\(^2\)https://code.google.com/p/javaparser.  
\(^3\)Java Compiler Compiler web page: https://javacc.java.net.

<table>
<thead>
<tr>
<th>Component</th>
<th>Variable</th>
<th>Range</th>
<th>Power Coefficient</th>
</tr>
</thead>
<tbody>
<tr>
<td>CPU</td>
<td>ut</td>
<td>1-100</td>
<td>(\beta_{\text{ah}}): 3.34</td>
</tr>
<tr>
<td></td>
<td>freq, freq</td>
<td>0.1</td>
<td>n.a.</td>
</tr>
<tr>
<td>Wi-Fi</td>
<td>packets, Rdatas</td>
<td>0 (\rightarrow) (\infty)</td>
<td>n.a.</td>
</tr>
<tr>
<td>LCD</td>
<td>brightness</td>
<td>0.255</td>
<td>(\beta_{\text{br}}): 2.40</td>
</tr>
<tr>
<td>GPS</td>
<td>data_rate, uplink_queue</td>
<td>0 (\rightarrow) (\infty)</td>
<td>n.a.</td>
</tr>
<tr>
<td>3G</td>
<td>data_rate, uplink_queue</td>
<td>0 (\rightarrow) (\infty)</td>
<td>n.a.</td>
</tr>
</tbody>
</table>

TABLE I: Power tutor instance for the HTC Dream smartphone, reprinted from [15]
grammars, the construction of the corresponding AST, and generalized methods to traverse that tree. Next Java fragment shows the GreenDroid invocation to the generated Java parser.

```java
// creates an input stream for the file to be parsed
CompilationUnit cu;
try { // parse the file
    cu = JavaParser.parse(new FileInputStream("test.java"));
} finally { in.close(); }

...  
```

As we can see, the `parse` method receives as argument an input stream for a file containing java code, parses it and returns an object from the class `CompilationUnit`. This object is the root of the AST, and it consists of an entire class hierarchy representing the tree.

Once created this class hierarchy, we have an object oriented representation of the AST. Moreover, the Java front-end also supports a simple form of generalized tree traversals [16], making it easier to manipulate such AST as necessary in our instrumentation phase. This is described next.

### B. Source code and Test Instrumentation

The AST returned by the Java parser has to be updated with calls to our API. Our goal is to relate power consumption with the applications’ source code, therefore we have to instrument fragments of the source code. Since programmers structure their programs in methods, GreenDroid instruments source code methods.

However, because methods may consume a tiny negligible amount of power, that is not measurable by the power model, we decide to monitor power consumption in the test cases only. Source code methods are instrumented in order to trace their execution. Then, our classification algorithms [10] relate power consumption to method calls.

In order to achieve this transformation, we needed to implement a method that traverses through the AST and injects tracing instructions on the application methods (i.e., the `traceMethod`) method of our API. The following code fragment shows how to use the provided generalized tree traversal visitor to go through all the methods of an AST represented a Java source code file:

```java
...  
```

The last instruction performs the traversal over some type of nodes of the AST. The name of the class implies that is a method declaration visitor. In order to enable method declaration visiting, we needed to overwrite the `visit` method. The next code fragment shows an implementation of that method that injects calls to our API `traceMethod`:

```java
public class MethodChangeVisitor extends VoidVisitorAdapter {  
    public void visit(MethodDeclaration n, Object arg) {  
        String cName = (String)arg;
        Expression className = new StringLiteralExpr(cName);
        Expression method = new StringLiteralExpr(n.getName());
        MethodCallExpr mStt = new MethodCallExpr();
        mStt.setName("StaticEstimator.start");
        Estimator.config("package", android.os.Process.myUid(), this.getContext());
        Estimator.start();
        ...  
    }  
}}  
```

This code injection allows to instrument the application so that it keeps trace of the called methods. Next, we explain how the source code of the tests is instrumented in order to monitor the power consumed.

1) Test Cases Instrumentation: In order to use the instrumented application and the developed `Estimator` power class, the application needs to call the `start` and `stop` methods before/after every test case is executed. This will enable a power consumption sampling during the execution of a test. Both jUnit and Android testing framework allow test developers to write a `setUp` and a `tearDown` method. These two methods are executed after a test case (test method) starts and after it ends, respectively. All test cases belonging to the same test suite (test class) will first call `setUp`, then execute and at the end call `tearDown`

Thus GreenDroid needs to instrument those methods (or create them if they do not exist) with calls to the API methods, like the following example:

```java
public class TestA extends ActivityInstrumentationTestCase2<ActivityA> {  
    public void setUp() {  
        Estimator.config("package", android.os.Process.myUid(), this.getContext());
        Estimator.start();
        ...  
    }  
    public void tearDown() { Estimator.stop(); ...
}}  
```

This approach ensures that every time a test begins, the `start` method is called. This method starts a thread to collect information from the operating system and then apply the power consumption model to estimate the power to be consumed. The `config` method is necessary, since the power monitor needs to know the UID and the context of the application being tested, for each test. The `tearDown` method is responsible for stopping the thread and saving the results.

To perform this instrumentation, we follow the same strategy as in the source code instrumentation. First, we define a new type of visitor and implement a `visit` method, and then we call it to perform the AST traversal. In this specific case, we need the `visit` method to first check if there is a `setUp` and `tearDown` method. If that is true, then it injects the instructions, as shown in the next code fragment:

```java
public class TestChangerVisitor extends VoidVisitorAdapter {  
    @Override  
    public void visit(MethodDeclaration n, Object arg) {  
        Definitions defs = (Definitions arg);
        Expression classExpression = new StringLiteralExpr(cDef.getDescriptor());
        MethodCallExpr mStt = new MethodCallExpr();
        mStt.setName("StaticEstimator.start");
        ...  
    }  
}}  
```
mCon.setName("StaticEstimator.config");
... 
else if (n.getName().equals("tearDown")) { ... }
}

If at the end of the visiting the AST we have not found a setUp and/or a tearDown method, we need to create new methods and inject them directly in the class (test suite). The next code fragment shows how this operation is performed:

CompilationUnit cu = JavaParser.parse(in);
new TestChangerVisitor().visit(cu, defs);
if (!defs.hasSetUp()) { //create the setUp method
    MethodDeclaration newSetUp = new MethodDeclaration();
    newSetUp.setName("setUp");
    newSetUp.setModifiers(ModifierSet.PUBLIC);
    newSetUp.setType(new VoidType());
    newSetUp.setBody(new BlockStmt());
    ... 
    //add the setUp method
    ...
    MethodCallExpr mcStart = new MethodCallExpr();
    mcStart.setName("StaticEstimator.start");
    ...
    MethodCallExpr mcConfig = new MethodCallExpr();
    mcConfig.setName("StaticEstimator.config");
    ... 
    newSetUp.getBody().setStmts(new ArrayList<Statement>());
    if (!defs.hasTearDown()) { ... }

IV. ENERGY CONSUMPTION: MONITORING AND ANALYSIS

After both the application source code and test cases are instrumented, GreenDroid uses the Android Testing framework to execute the tests so that it monitors and analyzes the Power consumption of the underlying application. Figure 2 shows the architecture of this phase of our tool.

![Fig. 2: GreenDroid: Power monitoring and analysis](image)

A. Framework for Test Execution

In order to execute the instrumented tests of the Android application, GreenDroid uses the Android testing framework which is based on jUnit.

Before running the application on a specific Android device, first GreenDroid creates the files for both projects, using

the android test tools, and installs them. This is done by the following command lines:

```
#Generate the installation files for the project and test project
$ android update project -p "path/to/project" -n Green
$ android update test-project -p "path/to/test/project" --main "path/to/project"
$ ant -f "path/to/test/project/build.xml" clean
$ ant -f "path/to/test/project/build.xml" debug

#Install previous generated files in the device
$ adb install -r "path/to/project/bin/Green-debug.apk"
$ adb install -r "path/to/test/project/bin/GreenTest-debug.apk"
```

The tests can now be executed using the Android testing framework. The following example shows how to run previously installed tests in the device by invoking an android tool:

```
$adb shell am instrument
    *test.package/com.zutubi.android.junitreport.JUnitReportTestRunner;
```

Since the instrumented tests run on the instrumented application, both the program trace and power consumption metrics are generated. With this information we produce different graphical views on those results so that software developers can easily identify abnormal consumption in their source code.

B. GreenDroid: Power Consumption Graphics

To help software developers in analyzing the power consumption of their applications, GreenDroid produces three different graphical results relating execution time and power consumption, hardware devices and power consumption, and source code methods/classes/packages and power consumption.

a) Execution Time and Power Consumption: GreenDroid generates a bar diagram where per executed test it displays the total execution time of the test, and the power consumed per second. Figure 3 shows an example produced by executing the twenty test cases available for an open source Android application (0xBenchmark application).

![Fig. 3: Consumption per second versus Execution time per test case](image)

This diagram shows which test cases have higher power consumption per second, and thus, indicating an abnormal power consumption. For example, in Figure 3 we can see that two of the fastest test cases are the ones consuming more power per second. This goes against the usual intuition that faster is greener!
Some hardware devices, like for example GPS and Bluetooth, are usually very power consuming. In order to analyze power consumption of an Android application it is very useful to identify which hardware device is responsible for it. Thus, GreenDroid generates a pie chart (as shown in Figure 4), that represents the total power consumed per hardware component.

As previously mentioned and described, Power Tutor [15] was our starting point, as it was for many other research works. For example, DevScope [14] is a tool which creates a power consumption model relating the different hardware components of a device to its different states and consequent power consumption values. This model is used by AppScope [13] to estimate the power consumption of an application, and by UserScope [18] to create a user-specific profiler for a smartphone. However, instead of an independent Android application to create the power consumption model for these tools, they use a Linux kernel module. Additionally, these tools are neither an API library, nor are they open-source.

ADEL (Automatic Detector of Energy Leaks) [19] uses an external power consumption meter to detect unnecessary network communication by tracing the indirect use of received data. However this, and other examples of works based on power consumption models [12], [20], [21], are not as powerful as the previously mentioned ones. SEMO [22] is a power monitoring system and application for Android smartphones which profiles application power usage based only on the battery discharge level, and unfortunately produces less reliable results due to this. JouleTrack [23], a web based tool for software energy profiling, which allowed developers to upload their code to be executed in a specific machine, where the average energy consumption by processor instruction was already known. This tool was discontinued in 2006.

More recent works are also focused on defining reference models with metrics and criteria for green computing and energy sustainable software engineering. The GREENSOFT model [24] proposes a definition of “Green and Sustainable Software” and “Green and Sustainable Software Engineering”, and it also defines a model that helps software developers and users in creating, maintaining, and using software in a more sustainable way, providing metrics and criteria for measuring software quality and classifying a software product’s sustainability. In a similar work, it was developed a new language, named ECO [25], that is a minimal extension to Java, and enables the possibility to develop a program that adaptively adjusts its own behaviors to avoid leading to battery drain and/or CPU overheating. This new language is based on a novel energy-aware and temperature-aware programming model that, like the previous model, is focused on improving software sustainability.

The closest work to our paper is Hao’ and colleagues’ work with eCalc [26]. They also estimate Android application’s energy through the execution of software artifacts with a series of test cases, alongside previously created power consumption models.
models/CPU profiler. Unfortunately, these models only define the cost functions at the instruction level, and the application itself is not publicly available. Additionally, while eCalc only predicts the energy value and returns that same value, we take this a step further. We visually present our estimated values to the developer, showing which are the most critical methods in their code and classifying this information in an easy to understand format.

This paper builds on our previous work [10] where we presented a simple method classification algorithm: a method is considered as having an abnormal power consumption whenever it is called in a program execution which consumes more power than the average of all monitored runs of that program. As a consequence, that approach compares power of the different executions of the same application.

VI. CONCLUSIONS

This paper is a tool demo of GreenDroid: a tool to analyze the power consumption of Android applications and detect possible power leaks in the source code. The tool focuses on providing to the developers several representations of the analysis made to the energy efficiency of Android applications. In fact, we have already tested this tool with 6 different Android open-source applications. The results are presented and discussed in our previous works [10], and they indicate that it is possible to locate which parts of the code may be leading to energy inefficiency. We are focused on testing our tool with other applications to check if it is still able to present the same kind of results, and we still want to validate our classification method to test its consistency and accuracy. Moreover, we also want to extend this tool to be able to analyze other types of applications, and not only Android-based ones.
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